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# **1 ПОСТАНОВКА ЗАДАЧИ**

Целью выполнения данной лабораторной работы является разработка собственного семантического анализатора для языка программирования С++. Необходимо вывести результат анализа и обработать возможные семантические ошибки.

# **2 КРАТКИЕ ТЕОРЕТИЧЕСКИЕ СВЕДЕНИЯ**

К этапам трансляции относятся следующие этапы:

– лексический анализ;

– синтаксический анализ;

– семантический анализ;

– оптимизация;

– генерация кода.

На этапе генерации компилятор создает код, который представляет собой набор инструкций, понятных для целевой аппаратной платформы, итоговый файл компилируется в исполняемый файл, который может быть запущен на целевой платформе без необходимости наличия кода.

Фаза эмуляции интерпретатора происходит во время выполнения программы. В отличие от компилятора, интерпретатор работает с кодом напрямую, без предварительной генерации машинного кода.

Лексический анализатор – первый этап трансляции. Лексический анализатор читает поток символов, составляющих исходную программу, и группирует эти символы в лексемы или значащие последовательности. Лексема – это элементарная единица, которая может являться ключевым словом, идентификатором, константным значением. Для каждой лексемы анализатор строит токен, который по сути является кортежем, содержащим имя и значение.[1]

Синтаксический анализатор выясняет, удовлетворяют ли предложения, из которых состоит исходная программа, правилам грамматики языка программирования. Синтаксический анализатор получает на вход результат лексического анализатора и разбирает его в соответствии с грамматикой. Результат синтаксического анализа обычно представляется в виде синтаксического дерева разбора.[2]

Семантический анализ обычно заключается в проверке правильности типа и вида всех идентификаторов и данных, используемых в программе.

Семантический анализатор использует синтаксическое дерево и информацию из таблицы символов для проверки исходной программы на семантическую согласованность с определением языка. Он также собирает информацию о типах и сохраняет ее в синтаксическом дереве или в таблице идентификаторов для последующего использования в процессе генерации промежуточного кода.

Кроме того, на этом этапе компилятор должен также проверить, соблюдаются ли определенные контекстные условия входного языка.

В современных языках программирования одним из примеров контекстных условий может служить обязательность описания переменных, то есть для каждого использующего вхождения идентификатора должно существовать единственное определяющее вхождение.

Число и атрибуты фактических параметров вызова процедуры должны быть согласованы с определением этой процедуры.

Абстрактное синтаксическое дерево конечное помеченное ориентированное дерево, в котором внутренние вершины сопоставлены с операторами языка программирования, а листья – с соответствующими операндами. Таким образом, листья являются пустыми операторами и представляют только переменные и константы.

Синтаксические деревья используются в синтаксических анализаторах для промежуточного представления программы между деревом разбора (деревом с конкретным синтаксисом) и структурой данных, которая затем используется в качестве внутреннего представления в компиляторе или интерпретаторе программы для оптимизации и генерации кода. Возможные варианты подобных структур описываются абстрактным синтаксисом.

Абстрактное синтаксическое дерево отличается от дерева разбора тем, что в нём отсутствуют узлы и рёбра для тех синтаксических правил, которые не влияют на семантику программы. Классическим примером такого отсутствия являются группирующие скобки, так как в абстрактном синтаксическом дереве группировка операндов явно задаётся структурой дерева.

Для языка, который описывается контекстно-свободной грамматикой создание дерева в синтаксическом анализаторе является тривиальной задачей. Большинство правил в грамматике создают новую вершину, а символы в правиле становятся рёбрами. Правила, которые ничего не привносят в дерево, просто заменяются в вершине одним из своих символов. Кроме того, анализатор может создать полное дерево разбора и затем пройти по нему, удаляя узлы и рёбра, которые не используются в абстрактном синтаксисе, для получения абстрактного синтаксического дерева.

# **3 РЕЗУЛЬТАТЫ ВЫПОЛНЕНИЯ ЛАБОРАТОРНОЙ             РАБОТЫ**

В ходе лабораторной работы был реализован конечный вид анализатора кода, который включает в себя лексический, синтаксический и семантический анализы. Были совершены проверки на такие типы ошибок как:

– объявление одноименных переменных или функций в одной области видимости;

– несовпадение параметров и аргументов при вызове функции;

– неверное преобразование типов данных;

– неверное применение закрывающихся одинарных и двойных кавычек;

– неверное указание размера массива.

При неверном преобразовании типов данных, когда целочисленной переменной присваивается, например, значение с плавающей точкой, будет выведена ошибка об этом. Пример семантической ошибки при неверном преобразовании типов данных представлен на рисунке 3.1.
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Рисунок 3.1 – Ошибка при неверном преобразовании типов данных

При несовпадении количества параметров и аргументов при вызове функции с учетом того, что параметрам функции не присваивается значение, также будет выведена семантическая ошибка. Пример тестового кода с ошибкой данного типа представлен на рисунке 3.2.

![](data:image/png;base64,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)

Рисунок 3.2 – Пример тестового кода

Пример семантической ошибки при несовпадении количества параметров и аргументов представлен на рисунке 3.3.
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Рисунок 3.3 – Ошибка при различном количестве параметров и аргументов

При помещении в одинарные кавычки более, чем одного символа, будет вызвана также семантическая ошибка. Пример тестового кода представлен на рисунке 3.4.
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Рисунок 3.4 – Пример тестового кода

Пример семантической ошибки при неверном использовании одинарных или двойных кавычек представлен на рисунке 3.5.
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Рисунок 3.5 – Ошибка при неверном использовании одинарных или двойных кавычек

Ошибка при неверном указании количества элементов в массиве представлена на рисунке 3.6.
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Рисунок 3.6 – Ошибка при неверном указании количества элементов в массиве

Таким образом в ходе данной лабораторной работы был организован полноценный анализатор кода, который включает в себя лексический, синтаксический и семантические анализы.

# **ВЫВОДЫ**

В ходе лабораторной работы был реализован семантический анализатор, основанный на результатах синтаксического анализатора. В итоге был получен полный анализатор кода программ на языке С++, включающий в себя лексический, синтаксический и семантический анализы.
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## **ПРИЛОЖЕНИЕ А**

## **(обязательное)**

## **Листинг исходного кода**

Листинг 1 – Программный код parser.py

import itertools

from function import write\_output\_to\_file

from main import lexer

from constants import data\_types, keywords, standart\_libraries, operators

import re

pattern = r'\((.\*?)\)'

numbers = r'\d+'

commas = r','

semicolon = r';'

variable\_types = {}

variable\_scope = []

function\_params = []

function\_param = 0

for\_params = []

arr\_params = []

arr\_param = 0

def check\_variable(token\_type, token, data\_type):

if 'VARIABLE' in token\_type:

variable\_name = token

variable\_node = Node(data\_type, variable\_name)

data\_type = None

variable\_name = None

return variable\_node

def check\_comma(token, current\_node):

if token == ',':

comma\_node = Node(",", "Comma")

current\_node.add\_child(comma\_node)

return comma\_node

def check\_chto(token, current\_node):

if token == ';':

chto\_node = Node(token, "Chto")

# current\_node.add\_child(data\_list\_node) # Добавляем data\_list\_node в текущий узел

current\_node.add\_child(chto\_node)

return chto\_node

def check\_comparison(token, current\_node):

comparison\_node = ComparisonNode(token, "Comparison")

current\_node.add\_child(comparison\_node)

return comparison\_node

class Node:

def \_\_init\_\_(self, name, node\_type, data\_type=None, array\_in=None, parent=None, children=None):

self.name = name

self.type = node\_type

self.data\_type = data\_type

self.array\_in = array\_in

self.parent = parent

self.children = children if children is not None else []

def add\_child(self, node):

node.parent = self

self.children.append(node)

def get\_last\_child(self):

if self.children:

return self.children[-1]

else:

return None

def display(self, level=0):

indent = " " \* level

tree\_structure = ""

if self.data\_type is not None and self.array\_in is not None:

tree\_structure += f"{indent}|- {self.type}: {self.data\_type} {self.name}[{self.array\_in}]\n"

if self.data\_type is None and self.array\_in is None:

tree\_structure += f"{indent}|- {self.type}: {self.name}\n"

elif self.array\_in is None:

tree\_structure += f"{indent}|- {self.type}: {self.data\_type} {self.name}\n"

elif self.data\_type is None:

tree\_structure += f"{indent}|- {self.type}: {self.name}[{self.array\_in}]\n"

for child in self.children:

tree\_structure += child.display(level + 1)

return tree\_structure

class PreprocessorDirectiveNode(Node):

def \_\_init\_\_(self, name, node\_type):

super().\_\_init\_\_(name, node\_type)

class StatementNode(Node):

def \_\_init\_\_(self, name, node\_type):

super().\_\_init\_\_(name, node\_type)

class ClassNode(Node):

def \_\_init\_\_(self, name, node\_type):

super().\_\_init\_\_(name, node\_type)

class CommentNode(Node):

def \_\_init\_\_(self, name, node\_type):

super().\_\_init\_\_(name, node\_type)

class ForNode(Node):

def \_\_init\_\_(self, name, node\_type):

super().\_\_init\_\_(name, node\_type)

class IfNode(Node):

def \_\_init\_\_(self, name, node\_type):

super().\_\_init\_\_(name, node\_type)

class ElseNode(Node):

def \_\_init\_\_(self, name, node\_type):

super().\_\_init\_\_(name, node\_type)

class IfElseNode(Node):

def \_\_init\_\_(self, name, node\_type):

super().\_\_init\_\_(name, node\_type)

class WhileNode(Node):

def \_\_init\_\_(self, name, node\_type):

super().\_\_init\_\_(name, node\_type)

class ComparisonNode(Node):

def \_\_init\_\_(self, name, node\_type):

super().\_\_init\_\_(name, node\_type)

class AssignmentNode(Node):

def \_\_init\_\_(self, name, node\_type):

super().\_\_init\_\_(name, node\_type)

class ValueNode(Node):

def \_\_init\_\_(self, name, node\_type):

super().\_\_init\_\_(name, node\_type)

def find\_chars\_between(text, start\_char, end\_char):

found\_chars = []

started = False

for char in text:

if char == start\_char:

started = True

continue

elif char == end\_char:

break

if started:

found\_chars.append(char)

return ' '.join(found\_chars)

def build\_syntax\_tree(tokens):

root = Node("Program", "ProgramType")

current\_node = root

function\_definitions = {}

branch\_stack = []

square\_stack = []

param\_stack = []

bracket\_stack = []

include\_stack = []

access\_stack = []

data\_stack = []

variable\_stack = []

value\_stack = []

io\_stack = []

if\_stack = []

return\_stack = []

class\_stack = []

struct\_stack = []

object\_stack = []

function\_stack = []

std\_stack = []

for\_stack = []

is\_string\_declaration = False

is\_value = False

inside\_comment = False

is\_array\_declaration = False

array\_name = None

data\_type = None

current\_comment = ""

for token, token\_type, line in tokens:

# print(variable\_scope)

if token in data\_types:

data\_stack.append(token)

if token == "//":

continue

if token == "/\*":

inside\_comment = True

current\_comment += token[2:] + " "

continue

elif token == "\*/":

inside\_comment = False

current\_comment = ""

continue

elif inside\_comment:

current\_comment += token + " "

continue

if 'VARIABLE' in token\_type or 'POINTER' in token\_type:

if len(data\_stack) != 0:

variable\_already\_exists = any(child.name == token for child in current\_node.children)

if variable\_already\_exists:

semantic\_error\_node = Node(token,

f'Semantic error! Variable "{token}" has already been declared.')

current\_node.add\_child(semantic\_error\_node)

break

variable\_types[token] = data\_stack[-1]

if data\_stack[-1] == 'STRING':

is\_string\_declaration = True

if len(variable\_scope) != 0:

temp\_scope = False

for var, scope in variable\_scope:

if current\_node.parent:

temp\_parent\_node = current\_node.parent

if token == var and temp\_parent\_node.name == scope:

semantic\_error\_node = Node(token,

f'Semantic error! Variable "{token}" has already been declared.')

current\_node.add\_child(semantic\_error\_node)

temp\_scope = True

else:

if token == var and current\_node.name == scope:

semantic\_error\_node = Node(token,

f'Semantic error! Variable "{token}" has already been declared.')

current\_node.add\_child(semantic\_error\_node)

temp\_scope = True

if temp\_scope:

break

variable\_node = Node(token, 'Declare', data\_stack[-1].lower())

data\_stack.pop()

is\_value = True

else:

if token not in variable\_types:

first\_children = current\_node.children[-1]

second\_children = current\_node.children[-2]

if first\_children.type == 'Comma':

if second\_children.type == 'Declare':

variable\_node = Node(token, 'Declare', second\_children.data\_type)

variable\_types[token] = second\_children.data\_type

else:

is\_string\_declaration = False

variable\_node = Node(token, 'Variable', variable\_types.get(token))

is\_value = True

if current\_node.parent:

temp\_parent\_node = current\_node.parent

variable\_scope.append((token, temp\_parent\_node.name))

else:

variable\_scope.append((token, current\_node.name))

variable\_stack.append(current\_node)

current\_node.add\_child(variable\_node)

current\_node = variable\_node

parent\_node = current\_node.parent

semicolon\_present = False

for tok, \_, ln in tokens:

if ln == line and tok == ";" and parent\_node.type in (

'ProgramType', 'Block', 'Declare', 'AccessModifier', 'ReturnStatement', 'Object') or parent\_node.type in (

'Parameters', 'Function', 'Function Call','Colon', 'Cout', 'Cin','StdNamespace','Variable', 'Operator Input', 'Array', 'Square Block'):

semicolon\_present = True

break

if not semicolon\_present:

syntax\_error\_node = Node(f"Semicolon missing after variable declaration.",

f'Syntax error!')

current\_node.add\_child(syntax\_error\_node)

break

if 'ARRAY' in token\_type:

if len(data\_stack) != 0:

array\_already\_exists = any(child.name == token for child in current\_node.children)

if array\_already\_exists:

semantic\_error\_node = Node(token,

f'Semantic error! Variable "{token}" has already been declared.')

current\_node.add\_child(semantic\_error\_node)

break

variable\_types[token] = data\_stack[-1]

if data\_stack[-1] == 'STRING':

is\_string\_declaration = True

if len(variable\_scope) != 0:

temp\_scope = False

for var, scope in variable\_scope:

temp\_parent\_node = current\_node.parent

if token == var and temp\_parent\_node.name == scope:

semantic\_error\_node = Node(token,

f'Semantic error! Variable "{token}" has already been declared.')

current\_node.add\_child(semantic\_error\_node)

temp\_scope = True

if temp\_scope:

break

variable\_node = Node(token, 'Declare Array', data\_stack[-1].lower())

data\_stack.pop()

is\_value = True

else:

is\_string\_declaration = False

variable\_node = Node(token, 'Array', variable\_types.get(token))

is\_value = True

if current\_node.parent:

temp\_parent\_node = current\_node.parent

variable\_scope.append((token, temp\_parent\_node.name))

else:

variable\_scope.append((token, current\_node.name))

variable\_stack.append(current\_node)

current\_node.add\_child(variable\_node)

current\_node = variable\_node

parent\_node = current\_node.parent

semicolon\_present = False

for tok, \_, ln in tokens:

if ln == line and tok == ";" and parent\_node.type in (

'ProgramType', 'Block', 'Declare', 'AccessModifier', 'ReturnStatement') or parent\_node.type in (

'Parameters', 'Function', 'Function Call','Colon', 'Cout', 'Cin','StdNamespace','Operator Input', 'Variable', 'Array'):

semicolon\_present = True

break

if not semicolon\_present:

syntax\_error\_node = Node(f"Semicolon missing after variable declaration.",

f'Syntax error!')

current\_node.add\_child(syntax\_error\_node)

break

if token == '[':

square\_node = Node(current\_node.name, 'Square Block')

square\_stack.append(current\_node)

current\_node.add\_child(square\_node)

current\_node = square\_node

if token == ']':

parent\_node = current\_node.parent

if parent\_node.type in ('Declare Array', 'Array'):

pass

if current\_node.type == 'Square Block':

temp\_list = []

temp\_list.extend(current\_node.children)

semantic\_error = False

if len(temp\_list) == 0:

array\_param = 0

if len(temp\_list) == 1:

for i in temp\_list:

if i.data\_type != 'int':

semantic\_error = True

array\_param = int(i.name)

if semantic\_error:

semantic\_error\_node = Node(token, 'Semantic error! The array parameter must be an integer.')

current\_node.add\_child(semantic\_error\_node)

break

current\_node = square\_stack.pop()

square\_node = Node(token, 'End Square Block')

current\_node.add\_child(square\_node)

if token == "#include":

preprocessor\_directive\_node = PreprocessorDirectiveNode(token, "PreprocessorDirective")

include\_stack.append(current\_node)

current\_node.add\_child(preprocessor\_directive\_node)

current\_node = preprocessor\_directive\_node

if token in standart\_libraries or token\_type == 'HEADER FILE':

header\_file\_node = Node(token, 'Header file')

current\_node.add\_child(header\_file\_node)

current\_node = include\_stack.pop()

if token\_type == "CLASS":

class\_node = ClassNode(token, "Class")

class\_stack.append(current\_node)

current\_node.add\_child(class\_node)

current\_node = class\_node

if token\_type == 'STRUCTURE':

struct\_node = Node(token, 'Structure')

struct\_stack.append(current\_node)

current\_node.add\_child(struct\_node)

current\_node = struct\_node

if 'FUNCTION' in token\_type:

if len(data\_stack) != 0:

variable\_types[token] = data\_stack[-1]

function\_already\_exists = any(child.name == token for child in current\_node.children)

if function\_already\_exists:

semantic\_error\_node = Node(token,

f'Semantic error! Function "{token}" has already been declared.')

current\_node.add\_child(semantic\_error\_node)

break

function\_node = Node(token, 'Function', data\_stack[-1].lower())

data\_stack.pop()

else:

function\_node = Node(token, 'Function Call', variable\_types.get(token))

function\_stack.append(current\_node)

current\_node.add\_child(function\_node)

current\_node = function\_node

if token\_type == 'CONSTUCTURE':

constructure\_node = Node(token, 'Constructure')

branch\_stack.append(current\_node)

current\_node.add\_child(constructure\_node)

current\_node = constructure\_node

if 'OBJECT OF' in token\_type:

object\_node = Node(token, 'Object')

# param\_stack.append(current\_node)

object\_stack.append(current\_node)

current\_node.add\_child(object\_node)

current\_node = object\_node

if token\_type == 'METHOD':

method\_node = Node(token, 'Method f')

param\_stack.append(current\_node)

current\_node.add\_child(method\_node)

current\_node = method\_node

if token == "public" or token == "private" or token == 'protected':

if len(access\_stack) == 0:

access\_modifier\_node = Node(token, "AccessModifier")

access\_stack.append(current\_node)

current\_node.add\_child(access\_modifier\_node)

current\_node = access\_modifier\_node

else:

current\_node = access\_stack.pop()

access\_modifier\_node = Node(token, "AccessModifier")

current\_node.add\_child(access\_modifier\_node)

current\_node = access\_modifier\_node

if token == "{":

if current\_node.type in ('Declare', 'Variable'):

semantic\_error\_node = Node(token, 'Semantic error! Block after variable!')

current\_node.add\_child(semantic\_error\_node)

break

if current\_node.type == 'Function':

branch\_list\_node = Node(current\_node.data\_type, "Block")

branch\_stack.append(current\_node)

current\_node.add\_child(branch\_list\_node)

current\_node = branch\_list\_node

else:

branch\_list\_node = Node(current\_node.type, "Block")

branch\_stack.append(current\_node)

current\_node.add\_child(branch\_list\_node)

current\_node = branch\_list\_node

if token == "}":

temp\_node = current\_node.parent

if temp\_node.type == 'Declare Array' or temp\_node.type == 'Array':

temp\_list = []

temp\_list.extend(current\_node.children)

sum\_comma = 0

sum\_values = 0

for i in temp\_list:

if i.name == ',':

sum\_comma += 1

else:

sum\_values += 1

if array\_param == 0:

array\_param = sum\_values

if sum\_values > array\_param:

semantic\_error\_node = Node(token, 'Semantic error! The number of elements in the array exceeds the declared parameter.')

current\_node.add\_child(semantic\_error\_node)

break

if sum\_comma >= sum\_values or (sum\_values - sum\_comma) >= 2:

syntax\_error\_node = Node('Missing comma', f'Syntax error!')

current\_node.add\_child(syntax\_error\_node)

break

current\_node = branch\_stack.pop()

close\_branch\_node = Node(current\_node.name, 'End Block')

if current\_node.type == 'ForLoop':

current\_node.add\_child(close\_branch\_node)

current\_node = for\_stack.pop()

elif current\_node.type == 'Constructure':

current\_node.add\_child(close\_branch\_node)

current\_node = branch\_stack.pop()

elif current\_node.type == 'IfStatement':

current\_node.add\_child(close\_branch\_node)

current\_node = if\_stack.pop()

elif current\_node.type == 'ElseStatement':

current\_node.add\_child(close\_branch\_node)

current\_node = if\_stack.pop()

elif current\_node.type == 'Function':

current\_node.add\_child(close\_branch\_node)

if len(function\_stack) != 0:

current\_node = function\_stack.pop()

sum\_func = 0

for i in function\_stack:

sum\_func += 1

if sum\_func > 0:

while sum\_func != 0:

current\_node = function\_stack.pop()

sum\_func -= 1

else:

current\_node.add\_child(close\_branch\_node)

if current\_node.type == 'Class':

current\_node = class\_stack.pop()

if token == "(":

if current\_node.type == "Function" or current\_node.type == 'Function Call' or current\_node.type == 'ForLoop' or current\_node.type == 'Method f' or current\_node.type == 'Object' or current\_node.type == 'Constructure' or current\_node.type == "ProgramType" or current\_node.type == "WhileLoop" or current\_node.type == "IfStatement":

parameters\_list\_node = Node("Parameters", "Parameters")

param\_stack.append(current\_node)

current\_node.add\_child(parameters\_list\_node)

current\_node = parameters\_list\_node

else:

bracket\_list\_node = Node(token, "Bracket")

bracket\_stack.append(current\_node)

current\_node.add\_child(bracket\_list\_node)

current\_node = bracket\_list\_node

if token == ")":

sum = 0

for i in variable\_stack:

if current\_node.type in ('Variable', 'Declare', 'Declare Array', 'Array'):

sum += 1

if sum > 0:

while sum != 0:

current\_node = variable\_stack.pop()

sum -= 1

bracket\_node = Node(token, 'Bracket')

if current\_node.type == 'Bracket':

parent\_node = bracket\_stack.pop()

current\_node = parent\_node

current\_node.add\_child(bracket\_node)

elif current\_node.type == "Parameters":

parent\_node = current\_node.parent

if parent\_node.type == 'Function':

function\_children = []

function\_children.extend(current\_node.children)

function\_param = 1

for i in function\_children:

if i.type in ('Declare', 'Declare Array'):

if i.children:

children\_temp = []

children\_temp.extend(i.children)

for j in children\_temp:

if j.type == 'Value':

function\_params.append(

(function\_param, i.name, i.data\_type, j.name, parent\_node.name))

function\_param += 1

else:

function\_params.append((function\_param, i.name, i.data\_type, None, parent\_node.name))

function\_param += 1

if parent\_node.type == 'Function Call':

function\_call\_params = []

function\_call\_childrens = []

function\_call\_childrens.extend(current\_node.children)

function\_param = 1

for i in function\_call\_childrens:

if i.data\_type != None:

function\_call\_params.append((function\_param, i.name, i.data\_type, parent\_node.name))

function\_param += 1

semantic\_error = False

num\_func = 0

num\_params = 0

for num, tok, dt, val, fn in function\_params:

if parent\_node.name == fn:

num\_func += 1

for num, tok, dt, fn in function\_call\_params:

if parent\_node.name == fn:

num\_params += 1

if num\_params < num\_func:

for num, tok, dt, val, fn in function\_params:

if fn == parent\_node.name:

if num > num\_params:

if val != None:

continue

else:

semantic\_error = True

break

elif num\_params > num\_func:

semantic\_error = True

for num, tok, dt, val, fn in function\_params:

for param\_num, param\_tok, param\_dt, param\_fn in function\_call\_params:

if param\_fn == fn:

if param\_num == num:

if param\_dt != 'string' and dt == 'string' or param\_dt == 'string' and dt != 'string':

semantic\_error = True

break

if semantic\_error:

break

if semantic\_error:

semantic\_error\_node = Node(token, 'Semantic error in Fucntion Call!')

current\_node.add\_child(semantic\_error\_node)

break

if parent\_node.type == 'ForLoop':

temp\_list = []

temp\_list.extend(current\_node.children)

sum\_semicolon = 0

sum\_etc = 0

for i in temp\_list:

if i.name == ';':

sum\_semicolon += 1

else:

sum\_etc += 1

if sum\_semicolon != 2:

syntax\_error\_node = Node(token, f'Syntax error! ForLoop')

current\_node.add\_child(syntax\_error\_node)

break

current\_node = param\_stack.pop()

if current\_node.type == 'Function Call':

current\_node = function\_stack.pop()

if current\_node.type == 'ForLoop':

for var, scope in variable\_scope:

if scope == 'for':

variable\_scope.remove((var, scope))

if current\_node.type == 'Method f':

if len(param\_stack) != 0:

current\_node = param\_stack.pop()

if token\_type in ('FLOAT', 'STRING', 'INTEGER', 'BOOLEAN'):

if current\_node.data\_type in ('int', 'long long', 'long', 'short', 'unsigned short', 'unsigned int', \

'unsigned long long', 'unsigned long'):

if token\_type in ('FLOAT', 'BOOLEAN'):

semantic\_error\_node = Node(token, f'Semantic error! Incorrect type assignment! Type {current\_node.data\_type}')

current\_node.add\_child(semantic\_error\_node)

break

if token\_type in ('STRING') and token.startswith('"'):

semantic\_error\_node = Node(token, f'Semantic error! Incorrect type assignment! Type {current\_node.data\_type}')

current\_node.add\_child(semantic\_error\_node)

break

if current\_node.data\_type in ('float', 'double', 'long double'):

if token\_type in ('BOOLEAN'):

semantic\_error\_node = Node(token, f'Semantic error! Incorrect type assignment! Type {current\_node.data\_type}')

current\_node.add\_child(semantic\_error\_node)

break

if token\_type in ('STRING') and token.startswith('"'):

semantic\_error\_node = Node(token, f'Semantic error! Incorrect type assignment! Type {current\_node.data\_type}')

current\_node.add\_child(semantic\_error\_node)

break

if current\_node.data\_type in ('signed char', 'char', 'unsigned char', 'wchar\_t', 'char8\_t', 'char16\_t', 'char32\_t'):

if token\_type in ('FLOAT', 'BOOLEAN'):

semantic\_error\_node = Node(token, f'Semantic error! Incorrect type assignment! Type {current\_node.data\_type}')

current\_node.add\_child(semantic\_error\_node)

break

if token.startswith('"'):

semantic\_error\_node = Node(token, f'Semantic error! Incorrect type assignment! Type {current\_node.data\_type}')

current\_node.add\_child(semantic\_error\_node)

break

if current\_node.data\_type == 'string':

if token\_type in ('FLOAT', 'INTEGER', 'BOOLEAN'):

semantic\_error\_node = Node(token, f'Semantic error! Incorrect type assignment! Type {current\_node.data\_type}')

current\_node.add\_child(semantic\_error\_node)

break

if token.startswith("'"):

semantic\_error\_node = Node(token, f'Semantic error! Incorrect type assignment! Type {current\_node.data\_type}')

current\_node.add\_child(semantic\_error\_node)

break

if current\_node.data\_type == 'bool':

if token\_type in ('FLOAT', 'INTEGER', 'STRING'):

semantic\_error\_node = Node(token, f'Semantic error! Incorrect type assignment! Type {current\_node.data\_type}')

current\_node.add\_child(semantic\_error\_node)

break

if token\_type == 'INTEGER':

var\_node = Node(token, 'Value', 'int')

elif token\_type == 'FLOAT':

var\_node = Node(token, 'Value', 'float')

elif token\_type == 'STRING':

var\_node = Node(token, 'Value', 'str')

elif token\_type == 'BOOLEAN':

var\_node = Node(token, 'Value', 'bool')

current\_node.add\_child(var\_node)

if token in {"<", ">", "==", "!=", '<=', '>='}:

comparison\_node = check\_comparison(token, current\_node)

if token == ',':

if current\_node.type in ('Variable', 'Declare', 'Square Bloсk'):

current\_node = variable\_stack.pop()

comma\_node = Node(token, 'Comma')

current\_node.add\_child(comma\_node)

if token == ";":

if current\_node.type == 'Declare':

temp\_children = []

temp\_children.extend(current\_node.children)

temp\_check = []

syntax\_error = False

for i in temp\_children:

if i.name == '=':

break

temp\_check.append(i)

syntax\_error = False

for i in temp\_check:

if i.type == 'Operator':

syntax\_error = True

break

if syntax\_error:

syntax\_error\_node = Node(token, 'Syntax error! Error Symbols')

current\_node.add\_child(syntax\_error\_node)

break

if len(variable\_stack) != 0:

sum = 0

for i in variable\_stack:

if current\_node.type in ('Variable', 'Declare', 'ReturnStatement', 'Declare Array', 'Array'):

sum += 1

if sum > 0:

while sum != 0:

current\_node = variable\_stack.pop()

sum -= 1

if len(std\_stack) != 0:

current\_node = std\_stack.pop()

sum\_std = 0

for i in std\_stack:

sum\_std += 1

if sum\_std > 0:

while sum\_std != 0:

current\_node = std\_stack.pop()

sum\_std -= 1

if current\_node.type == 'Object':

if len(object\_stack) != 0:

current\_node = object\_stack.pop()

sum = 0

for i in object\_stack:

if current\_node.type in ('Object'):

sum += 1

if sum > 0:

while sum != 0:

current\_node = object\_stack.pop()

sum -= 1

if current\_node.type == 'Class':

if len(class\_stack) != 0:

current\_node = class\_stack.pop()

sum\_class = 0

for i in class\_stack:

sum\_class += 1

if sum\_class > 0:

while sum\_class != 0:

current\_node = class\_stack.pop()

sum\_class -= 1

if current\_node.type == 'Structure':

if len(struct\_stack) != 0:

current\_node = struct\_stack.pop()

sum\_struct = 0

for i in struct\_stack:

sum\_struct += 1

if sum\_struct > 0:

while sum\_struct != 0:

current\_node = struct\_stack.pop()

sum\_struct -= 1

if current\_node.type == 'Function':

if len(function\_stack) != 0:

current\_node = function\_stack.pop()

sum\_func = 0

for i in function\_stack:

sum\_func += 1

if sum\_func > 0:

while sum\_func != 0:

current\_node = function\_stack.pop()

sum\_func -= 1

if current\_node.type == 'Method f':

if len(param\_stack) != 0:

current\_node = param\_stack.pop()

sum\_param = 0

for i in param\_stack:

sum\_param += 1

if sum\_param > 0:

while sum\_param != 0:

current\_node = param\_stack.pop()

sum\_param -= 1

statement\_node = StatementNode(token, "Statement")

current\_node.add\_child(statement\_node)

if len(data\_stack) != 0:

data\_stack.pop()

else:

continue

if token == "=":

assignment\_node = Node(token, "Assignment")

current\_node.add\_child(assignment\_node)

if token == ".":

dot\_node = Node(token, "DotOperator")

current\_node.add\_child(dot\_node)

if token == "->":

array\_node = Node(token, "Array")

current\_node.add\_child(array\_node)

if token == "const":

const\_node = Node(token, "ConstModifier")

current\_node.add\_child(const\_node)

if token == "return":

semicolon\_present = False

for tok, \_, ln in tokens:

if ln == line and tok == ";":

semicolon\_present = True

break

if not semicolon\_present:

syntax\_error\_node = Node("Syntax error: !!!Semicolon missing after return statement",

f'Syntax error! {line}')

current\_node.add\_child(syntax\_error\_node)

break

parent\_node = current\_node

return\_node = Node(token, "ReturnStatement")

return\_stack.append(current\_node)

current\_node.add\_child(return\_node)

current\_node = return\_node

if token == "std":

std\_node = Node(token, "StdNamespace")

# std\_stack.append(current\_node)

current\_node.add\_child(std\_node)

parent\_node = current\_node

# current\_node = std\_node

semicolon\_present = False

for tok, \_, ln in tokens:

if ln == line and tok == ";":

semicolon\_present = True

break

if not semicolon\_present:

syntax\_error\_node = Node(f"123Syntax error: Semicolon missing after variable declaration.",

f'Syntax error! {line}')

current\_node.add\_child(syntax\_error\_node)

break

if token == '::':

colon\_node = Node(token, 'Colon')

# std\_stack.append(current\_node)

current\_node.add\_child(colon\_node)

# current\_node = colon\_node

if token == ':':

if current\_node.type == 'StdNamespace':

syntax\_error\_node = Node(token, 'Syntax error! After std')

current\_node.add\_child(syntax\_error\_node)

break

if token in ('cout', 'cin'):

if token == 'cout':

method\_node = Node(token, 'Cout')

if token == 'cin':

method\_node = Node(token, 'Cin')

std\_stack.append(current\_node)

current\_node.add\_child(method\_node)

current\_node = method\_node

if token in ('endl'):

method\_node = Node(token, 'Endl')

if len(std\_stack) != 0:

current\_node = std\_stack.pop()

current\_node.add\_child(method\_node)

if token == "<<" or token == ">>":

arithmetic\_operator\_node = Node(token, "Operator")

current\_node.add\_child(arithmetic\_operator\_node)

if token == "for" and token\_type == 'KEYWORD':

for\_node = ForNode(token, "ForLoop")

for\_stack.append(current\_node)

current\_node.add\_child(for\_node)

current\_node = for\_node

if token == "if" and token\_type == 'KEYWORD':

if\_node = IfNode(token, "IfStatement")

if\_stack.append(current\_node)

current\_node.add\_child(if\_node)

current\_node = if\_node

elif token == 'if' and token\_type != 'KEYWORD':

syntax\_error\_node = Node(token, f'Syntax error! In line {line}')

current\_node.add\_child(syntax\_error\_node)

break

if token == 'else' and token\_type == 'KEYWORD':

else\_node = IfNode(token ,'ElseStatement')

if\_stack.append(current\_node)

current\_node.add\_child(else\_node)

current\_node = else\_node

if token == "while" and token\_type == 'KEYWORD':

while\_node = WhileNode(token, "WhileLoop")

current\_node.add\_child(while\_node)

current\_node = while\_node

elif token == 'while' and token\_type != 'KEYWORD':

syntax\_error\_node = Node(token, f'Syntax error! In line {line}')

current\_node.add\_child(syntax\_error\_node)

break

if token == "new" and token\_type == 'KEYWORD':

new\_node = Node(token, "NewOperator")

current\_node.add\_child(new\_node)

elif token == 'new' and token\_type != 'KEYWORD':

syntax\_error\_node = Node(token, f'Syntax error! In line {line}')

current\_node.add\_child(syntax\_error\_node)

break

if token == "delete":

delete\_node = Node(token, "DeleteOperator")

current\_node.add\_child(delete\_node)

elif token == 'delete' and token\_type != 'KEYWORD':

syntax\_error\_node = Node(token, f'Syntax error! In line {line}')

current\_node.add\_child(syntax\_error\_node)

break

if token == "break":

delete\_node = Node(token, "Break")

current\_node.add\_child(delete\_node)

elif token == 'break' and token\_type != 'KEYWORD':

syntax\_error\_node = Node(token, f'Syntax error! In line {line}')

current\_node.add\_child(syntax\_error\_node)

break

if token == "continue":

delete\_node = Node(token, "Continue")

current\_node.add\_child(delete\_node)

elif token == 'continue' and token\_type != 'KEYWORD':

syntax\_error\_node = Node(token, f'Syntax error! In line {line}')

current\_node.add\_child(syntax\_error\_node)

break

if 'LEXICAL ERROR' in token\_type:

lexical\_error\_node = Node(token, f'{token\_type} In line {line}')

current\_node.add\_child(lexical\_error\_node)

break

if 'SYNTAX ERROR' in token\_type:

syntax\_error\_node = Node(token, token\_type)

current\_node.add\_child(syntax\_error\_node)

break

if 'SEMANTIC ERROR' in token\_type:

semantic\_error\_node = Node(token, token\_type)

current\_node.add\_child(semantic\_error\_node)

break

return root

def parser():

tokens = lexer()

tokens\_iter = tokens

syntax\_tree = build\_syntax\_tree(tokens)

semantic\_error = False

has\_main = False

for index, i in enumerate(syntax\_tree.children):

if i.type in ('Structure', 'Class'):

if index + 1 < len(syntax\_tree.children) and syntax\_tree.children[index + 1].type == 'Statement':

continue

else:

semantic\_error = True

break

file\_path\_output = 'output\_parser.txt'

if semantic\_error:

write\_output\_to\_file(f'Syntax error! No ; after statement', file\_path\_output)

else:

write\_output\_to\_file(syntax\_tree.display(), file\_path\_output)

return syntax\_tree